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Summary

A block elimination method for bordered systems is studied. The case when the leading
principal block is ill-conditioned, or singular, and the method is strongly unstable, is anal-
ysed. A perturbation approach is proposed to enhance the stability. The new algorithm is
compared to existing approaches, and it is shown that it works faster while preserving the
stability of the solution process.
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1 Introduction

Let us suppose that we are given a linear system of equations in the following block form:

(g f})(;").—.(ﬁ) or Mz=b

where A € RY™ B € R™™ C € R™* D € R™™ g, f € R™! y.g € R™! are
matrices or vector blocks. Usually, m is very small in comparison to n. Matrix A4 may be
ill-conditioned, or singular. Such problems arise in various fields, e. g. parallel solution of
banded systems [10], numerical continuation and bifurcation [3, 5, 12, 14], symmetry-breaking
bifurcations [13], constrained optimization [6], and domain decomposition methods [2] and
others.

Typically, a standard black-box solver is applied to the matrix A. When A has some special
structure (e. g. banded, block diagonal, sparse) a special solver is applied which accelerates the
solution process significantly. But, as we mentioned above, this matrix can be ill-conditioned,
or singular. Thus the solver for this matrix can produce incorrect results. We can apply a stable
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solver for the whole matrix M but then we will loose the structure, and the computational cost
(time) will increase considerably because we do not utilize the properties of matrix A.

In several papers [4, 8, 9] algorithms have been proposed that utilize the information about
the structure of A and allow a stable computation of the solution z. A method for the stable
computation of z proposed in [4] requires the computation of several singular vectors of A, and
at least 3m + 1 solves with A (in the case where A has maximum rank defficiency) are needed.
In [9] a new algorithm presented by Govaerts and Pryce needs 2 solves involving A and 1 solve
involving AT at each bordering step (the number of bordering steps is equal to m). The latter
algorithm is faster and produces quite accurate results.

In the present paper we will develop a new algorithm which produces better timing results
than those in [9] but preserves similar stability properties. The algorithm is based on applying
perturbations to stabilize the algorithm (similarly to, for instance, the methods introduced in
[1, 11]). The general idea is to add relatively small perturbations whenever in the algorithm there
s a division by a small number, which can produce a blowup of the rounding error. Because of
these perturbations we solve not the original problem but a perturbed one. After the algorithm
s finished we apply the usual iterative refinement [7, §3.5.3] to recover the solution of the
original system. This step is cheap because we use a black-box factorization of 4 (e. g. LU
factorization). In practice one step of iterative refinement is enough. So, this results in 1 block
solve and 2 scalar solves involving A in most of the cases. This means that we do not need a
solver for AT, and that the most time consuming part of the algorithm is the LU decomposition
of A. Even if we need more steps of iterative refinement for some matrices this will not lead to
=ssential increase in the computational time. The speedup of the new algorithm comes also from
the fact that we use the BLAS (Basic Linear Algebra Subrourtines) implementation of block
operations whenever possible. These are more efficient on high-performance architectures.
T'he main difference between our approach and the Govaerts-Pryce algorithm [9] is that our
approach is not so sensible to block operations while the algorithm in [9] is quite unstable if
dlock operations are applied.

The outline of the paper is as follows. In Section 2 we summarize the Govaerts-Pryce

ugorithm. Then in Section 3 we present the new algorithm and some theoretical analysis.
Section 4 presents the numerical experiments.

2 The Govaerts-Pryce algorithm

This algorithm has been originally developed for bordering with width I (i.e. m = 1 in our
10tations). For systems with wider borders the algorithm is applied recursively. The algorithm
S summarized as follows:

Step 1. Solve ATV* = CT.

Step 2. Compute §* = D — V*TB.
Step 3. Solve AV = B.

Step 4. Compute d = D — CV.
Step 5. Compute y, = (g — V*T f)/§*.
Step 6. Compute f; = f — By,.
Step 7. Compute g, = g — dy;.

Step 8. Solve Aw = f;.

Step 9. Compute y, = (g; — Cw)/4.
Step 10. Compute z = w — Vs,
Step 11. Compute y = y; + ¥».
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The stability of the algorithm and a number of examples are given in [9]. The algotihm
is quite stable even for almost singular matrices A. But the stability is guaranteed only for
borders with width 1 (i. e. recursive application for wider borders), and it 1s not difficult to find
numerical examples in which any block bordering leads to strong instability.

3 The perturbation approach

Our approach is based on the following block LU-decomposition of the matrix M:

PLU 0 I, V
v= (1) (5 8)
where V. = A'B,A = D — CV. Here we calculate A = PLU by LU-decomposition
with partial pivoting (this is the most time consuming part of the algorithm). Then if A is ill-
conditioned (or singular) the matrix U has small (or zero) elements along its principal diagonal.

The division by these will lead to a blowup of the error in the final solution.

To overcome this difficulty we perturb the diagonal entries u;; of U by a number § which
will be specified later on. We have

Uy = Uy + 0y, = Uy + Sgn(uy)d,

where
sign(a), ifa # 0,
Sg“(ﬂ)={ i

In this way the growth of intermediate results is bounded to some extent, and we have some
correct digits in the solution. After the perturbation is done the solution 1s computed by an
obvious application of the biock decomposition (1).

Summarizing, the algorithm looks as follows:
Step 1. Compute PLU = A.

Step 2. If |u;| < 4, then perturb u;; = uy; + Sgn(uy;)d.
Step 3. Solve AV = B by the the LU-decomposition.
Step 4. Compute A = D - CV,

Step 5. Solve Az, = f by the LU-decomposition.
Step 6. Compute y, = ¢ — Cz;.

Step 7. Solve Ays = .

Step 8. Compute z5 =z — Vys.

The result of the algorithm is the perturbed solution 27 = (z] y5)7.

Since the solution is perturbed we are probably away from the exact solution. Therefore,
we apply the standard iterative refinement [7, §3.5.3] in order to recover the accurate solution.
Usually one step of iterative refinement is enough to obtain a solution with accuracy close to
the machine precision. This procedure is quite well-known, and we omit it here.

Our purpose is also to estimate the influence of the perturbation. At first glance the influence
is not clear because we perturb some of the intermediate results. But from the equation

i—1
Ui = Qg — zft’juﬁv
j=1

349



which defines the element u;;, we have that
i—1
Uii = Usi + Oy, = azi + Oay — Z ijugi.
i=l1

S50, the perturbation in u;; is equivalent to a perturbation in a;, and both perturbations are equal.
Let us note that a;; is a diagonal entry in the permuted matrix A4 but we stay with the notation
a; for simplicity of notation. This does not influence the final conclusions.

Summarizing, the perturbation of the elements u; is equivalent to solution of the original
problem but with a perturbed matrix M = M + §M, where |0M| < §I. The matrix 6M is
diagonal, where some of diagonal entries are nonzero and equal to 4. Now it is not difficult
to estimate the influence of the perturbation on the error of the solution but we shall do this

together with some roundoff error analysis in the next section. From this analysis we shall
derive a rule for choosing the value of 4.

4 Stability issues

In this section we use the result for the roundoff analysis obtained in [16]. Backward error

analysis (see [15]) for the scalar and the block versions of the bordering method is presented
there in the following form

(M +ep)z =0,

where € is the equivalent perturbation of matrix M, and 3 is the computed solution. A bound
of the following type is derived for £, in our notations:

leatlloo < Cnsm K || M || oo po, (2)

where ¢, 1., is a constant linearly depending on the matrix size n -+ m, K is a bound for the
growth factor (growth of intermediate results), and po 1s the machine roundoff unit. We shall
use this bound here for the perturbed matrix M + §M:

(M +06M +e5)z5 = b, (3)

where we assume that the bound 2 is also valid. The subscript § denotes that the solution is
computed with perturbations (possibly).

The term ¢,,,,, K is difficult to bound in our algorithm. Since we do not allow divisions by
numbers less than § we model this term by

Cn+mK ~ 1/'551

where s is again difficult to estimate. Then from (3) simple perturbation analysis (after some
manipulations) produces the bound

25 = 2lles _ _A(M)(3 + po/5)
[l = T= (M) + po/6%)

k(M) = ”Mﬂ”m”M”m}
provided that || M|, > 1 (which can be assumed true by some type of scaling).

(4)
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We would like to have as small error in the solution as possible. Therefore, the value of § is
chosen so as to minimize the expression in the brackets on the right hand side of (4):
§ = (spp)'/+Y.
From our extensive practical experience (including a large set of random matrices) we observed

that the value of 1 < s < 2 is most probable (in most of the cases s = 1). Therefore, we

recommend the value of 6 ~ ,/py. In all the numerical experiments this value is chosen equal
to 10~* in single precision (py =~ 10~7).

5 Numerical tests

We present the results from tests with random matrices in single precision (pg & 10~7). The
exact solution in all the examples is chosen to be z = (1,...,1)7. The value of § in all the
examples is 1074,

The matrices A are generated randomly as follows:

A= Hl e Hlugdiﬂg(o,ﬂ, U,{J? + U[M.Tl,[}? -+ []04(?1 - l), vy U.BﬁJHmI . ngg,

where

Hy =1 - 2hh7,

and Ay is a vector of unit length which entries are random and uniformly distributed in [0,1].
Similar example matrices are used in [9].

Figures 1,2 present experimental results from SGI POWER CHALLENGE 8000 (SGI PC
8000), and Figures 3,4 from SGI POWER CHALLENGE 10000 (SGI PC 10000) supercom-
puters. In each figure the first picture shows the time, the second one shows the speedup (i. e.
time of the Govaerts-Pryce algorithm over time of the perturbation approach), and the third
one presents the forward error [|Z — z||oo /|2l in the computed solution Z. For more clarity
in the pictures representing the error we include also information about the machine precision
po = 107, We have made experiments with other values of n achieving similar results.

All the results lead to the following observations:

I. The computational time for the Govaerts-Pryce algorithm grows linearly with m, while

the computational time of our approach is almost constant when m varies. This is due to
the increased speed of blocked BLAS-based operations.

2. The perturbation approach works several times faster, and the speedup grows linearly
with m. Let us note that in all the examples the perturbation approach needs only one
step of iterative refinement.

3. The computational times on both SGI PC 10000 and SGI PC 8000 are almost the same
(the former is slightly faster but the difference is so small that it can not be seen from the

graphs). This result is slightly surprising as the speed of the floating point operations on
the 10000 machine should be about 25% faster than the 8000 machine.

4. The error in both algorithms is similar. In most of the cases the perturbation approach
produces a slightly better error.

5. The error does not change essentially with m.
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Figure 1. The computational time (a), the speedup (b), and the error (c) on POWER CHALLENGE 8000 for
both algorithms: Govaerts-Pryce (continuous line), perturbation approach (dotted line}; n = 200,m = 1,...,19,
and the dashed line denotes the machine roundoff unit
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Figure 2: The computational time (a), the speedup (b), and the error (c) on POWER CHALLENGE 8000 for
both algorithms: Govaerts-Pryce (continuous line), perturbation approach (dotted line); n = 900,m =1,...,19,
and the dashed line denotes the machine roundoff unit
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Figure 3: The computational time (a), the speedup (b), and the error (c) on POWER CHALLENGE 10000 for
both algorithms: Govaerts-Pryce (continuous line), perturbation approach (dotted line); n = 200,m = 1,...,19,
and the dashed line denotes the machine roundoff unit
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Figure 4: The computational time (), the speedup (b), and the error (c) on POWER CHALLENGE 10000 for
both algorithms: Govaerts-Pryce (continuous line), perturbation approach (dotted line); n = 900,m = 1,..., 19,

and the dashed line denotes the machine roundoff unit
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Let us also note that we used one processor each time on the SGI machines. So, multipro-
cessing was not an issue in these experiments. The behaviour on both SGI machines was similar

because the code is written mostly in terms of BLAS kernels, and these have been optimized on
SGI PC 8000, but not on SGI PC 106000.
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