AgentPlanner – Agent-based Timetabling System
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The aim of the paper is to describe the AgentPlanner, an agent-based timetabling system. After its initial implementation (described in [1]), based on results of experiments, we have modified the design (to eliminate discovered shortcomings). Here, we describe the improved AgentPlanner and compare its performance with the state-of-the-art, Free Timetabling Software (FET).

Povzetek: Opisan je AgentPlanner, agentni sistem za urnike.

1 Introduction

Creating a timetable is a challenging problem. On the one hand, timetables are widely used in multiple application areas. On the other, timetabling is an NP-hard problem. As a result, many methods that solve this problem have been proposed (see, section 5).

Recently, we have developed an agent-based timetabling system and reported preliminary experimental results concerning its performance (in, [1]). After the publication, we have been contacted by the developers of the FET program [2]. Discussions that ensued, combined with our own assessment of the shortcomings of the initial version of the AgentPlanner, resulted in improvements in its design. Furthermore, we have made changes in the experimental setup, to make the comparison more fair. Therefore, in the current contribution, we present a completely new set of experimental results.

We proceed as follows. In the next section we summarize the state-of-the-art in timetabling. Next, we outline the reasons that shaped the specific design of our AgentPlanner system. We, then, describe details of its implementation. In the penultimate section, we present the results of performed experiments. Finally, we discuss issues related to flexibility of the AgentPlanner design and possible future research directions / improvements.

2 Timetabling – related work

Timetabling is a common problem, which is applied in many domains (e.g. business, industry, science, private applications, etc.). Therefore, many scientists have considered it, and many solution methods have been proposed. Below, we summarize few most common and effective methods for solving the timetabling problem. Let us note, that our work concerns scheduling courses in a “college,” and this provides the context for what follows. Furthermore, due to the lack of space, details of described methods are omitted. Interested readers should consult references.

2.1 Heuristic methods

2.1.1 Genetic algorithms (GA)

Typical approach, used when applying genetic algorithms to solve the timetabling problem, is as follows. A gene is regarded as an activity, and it is associated with a group of students and their teacher. The gene is obtained as a result of the assignment of an activity to the teacher (who leads the activity) and to a group of students (who participate in the activity). A chromosome (schedule) consists of genes (activities). The idea of scheduling is to allocate activities in a plan (genes in the chromosome), i.e. the problem to be solved is treated as a problem of assignment of entities within available slots. Chromosomes prepared in this way are evaluated against constrains and standard techniques.
for evolving improving solutions are applied. More specific description can be found in [5].

2.1.2 Artificial Immune Systems (AIS)

Artificial Immune Systems (AIS) are based on the metaphor of the natural immune system, and work by “focusing” on anomaly detection [15]. The main idea of AIS is to operate on a population of antibodies (feasible timetables) and using proper method (immune algorithm (IA), or a hybrid, e.g. combining IA with GA) to find and replace an “anomalous entity” (bad timetable) with a better solution. In [16], application of IAS to the university timetabling has been described. Authors presented three kinds of algorithms using AIS: clonal selection algorithm, immune network algorithm and a negative selection algorithm.

2.1.3 Graph coloring

To solve the timetabling problem, edge and vertex coloring can be applied. (i) Vertex coloring. In this approach, all activities are vertices. Edges indicate pairs of vertices (activities) that cannot be scheduled at the same time (e.g. when the same teacher leads them). The core of the method is to perform legal coloring of the graph representing conflicts, where colors indicate time slots. (ii) Edge coloring. Here, a very simple example of a possible approach is a bipartite graph coloring, where the first set are vertices that present teachers and the second set presents activities. The idea is to color this graph and (similarly as in the case of vertex coloring) colors indicate time slots [3].

2.1.4 Simplex method

An example of using this method in scheduling we can find in [4]. The constraints are transformed into a system of linear equations. There are 3 main steps of solving the problem: (i) Generate acceptable (non-negative) solution baseline (initial). (ii) Check the optimality of the obtained solution. (iii) If it is not optimal, generate a new basic feasible solution that is not worse than the one previously obtained, and check if the obtained solution is optimal. If it is optimal, the process is completed (because better solution cannot be found). In other words, the last obtained solution is considered optimal.

2.1.5 Tabu Search

The basic paradigm of this heuristic method (examples of which we can be seen in [17]) is to use the search history (distribution of activities in the timetable) to guide the local search approaches to overcome the problem of solver being stuck in local optimum (repeating suboptimal results). It is possible to combine this method with other algorithms, e.g. with graph coloring.

Regardless of how successful are these methods, all of them have a major disadvantage. Namely, it is practically impossible to change an already existing schedule. Observe that, when scheduling courses at a university (which is our application area) it is necessary not only to generate a “high quality schedule” (where quality is judged against one or more criteria, see below), but also to provide mechanisms that would allow to shift an individual class, add a new one into an existing schedule, (ex)change rooms, etc. Since the above described methods treat the schedule from a “holistic” perspective, re-scheduling a single class, e.g. for a teacher that got sick during the semester, is a relatively complex task. Simply said, this is not what these methods were created for. Obviously, such changes can be accomplished manually, or by using additional (separate) software, but this means that multiple approaches have to be combined. One, to generate the “initial” schedule, and one to manage it during the course of the semester. Moreover, the larger the input data set (and the more links between items in this set) the more complex is the problem. As a result, the algorithms that can solve the timetabling problem need more computational power and take more time to complete. Note that, due to the holistic approach, in each “step,” these algorithms treat the complete problem at once.

Interestingly, it can be stipulated that software agents can handle both the schedule preparation and its management, as they are characterized by autonomy, reactivity, and ability to communicate / negotiate (see, [6, 12], for discussion of application of agents in timetabling).

Furthermore, as will be shown, agents allow to “divide” the problem into smaller subproblems that are solved in each step; thus reducing its overall complexity. Therefore, we have developed a prototype of an agent-based timetabling system (AgentPlanner), which uses agent negotiations to create and maintain (modify) the schedule. In what follows, we describe the AgentPlanner and discuss results of its experimental evaluation, when applied to scheduling university courses.

2.2 Agent based methods

Before proceeding with description of the AgentPlanner, let us summarize the state-of-the-art in using agents in timetabling. We found a few agent based systems (some of them are described in [12]) that are used for planning in logistics, production, defense and insurance sectors, e.g. a scheduling system for taxi companies ([13]) or hospitals ([14]). Obviously, some of them could be reorganized for school timetabling, but it would be difficult because they are designed to solve a specific problem. However, there are also agent-based systems, designed specially for timetabling.

Authors of [9] use a divide-and-conquer approach, combined with software agent technology. Timetabling Agents generate initial solutions, where each agent is responsible for the solution of a specific subproblem. Every agent uses a different heuristic. It is a big advantage, because this approach can apply proper heuristic (appropriate to the spe-
specific problem). Moreover there is a Mediator Agent, guarding that all plans are arranged, while satisfying predefined criteria and constraints. Test data is divided into three categories: small, medium and large, and the large dataset(s) are actually big enough to be considered realistic (matching the actual situation at a university). Unfortunately, it is not described how complex are the links between the items. For example, in our test data, students can belong to multiple different groups (obligatory, elective, language group, etc.), thus avoiding a collisions of students’ activities is important (but relatively difficult).

Paper [10] describes a similar approach as [9], but there are three types of guarding agents. The first is making sure that the generated sample solutions comply with the main requirements (no collision for trainers, only one class in one room, etc.). The second type agents is guarding “hard” constrains. The third type of agents guards the “soft” constraints (good to have, but not necessary). The number of second and third type of agents depends on the specific course timetabling problem. System can work in two modes: (i) where second and third type of agents evaluate proposals of the first type, and (ii) where second and third type of agents try to improve proposals put forward by the first agent. Unfortunately, in the paper the test data is not well described; just the grid of 5 days and 9 time units are specified, that gives much more space where the solution can be found than in our research (5 days x 6 time units). According to the author “the results are promising” but it is not possible to verify them because there are no actual results in the paper.

Author of [11], is firstly looking for any matching solution and then optimizes it. In the proposed approach, a larger number of agents types (than in the above described papers) is proposed. Almost every element in the plan has an agent representing it: CourseAgent, TeacherAgent, StudentAgent, RoomAgent. A potential disadvantage of this approach is that the more data is to be passed around, and the larger the number of agents in the system, the larger is the number of messages that are to be exchanged. This causes two possible problems: (i) an increased chance of a bottleneck, and (ii) problem of synchronization of communication and actions of the system. In the paper, author showed results when 40 agents were used. However, this is rather a small problem, and does not show any conclusive results concerning scalability of the proposed approach.

Overall, papers [9, 10, 11] describe very interesting approaches to application of agents to timetabling, but their are not well tested. Number of “elements” in the test data is not large and not complex enough to mimic real-world situations. Furthermore, during the our research we stumbled upon many papers of this kind; interesting approaches tested on non-realistic data sets, so we will omit them here.

There exist approaches similar to the AgentPlanner. Negotiation involving teachers’ time preferences have been used in [19]. Here, authors use four classes of agents: (1) Teacher Agents, (2) Classroom Agents, (3) History Agent, and (4) two Interface Agents. The role of the Interface Agents is to initialize other agents based on the user setup. The core of the algorithm is negotiations between Teacher Agents who send propositions (prepared on the basis of Teacher preferences) to proper Classroom Agents. They consider the proposals, with help of the History Agent that contains information about all timetables and allows detection of collisions. The size of the dataset is impressive (but there is no description of its complexity) and results are very encouraging. Unfortunately it is not possible to compare effectively these results with our approach (described below) because authors adopted a different evaluation criteria. They focus on number of sent and analysed messages, which guarantee the speed of the system. Teachers’ time preferences are used in scheduling but authors did not check if they have been actually fulfilled (to what extent).

Similar approach to result evaluation present authors of [20]. In their work, every weekday is a different platform, where Course Agents are run. They negotiate with each other (via a SignboardAgent – a coordinator that helps find a free time slot). Primary results found in the paper are that using a distributed architecture is better than a centralized one, because of reduction of run time.

Finally, work reported in [21] shows that many agent based systems do not deal with re-scheduling of an existing schedule (e.g. system presented in [20]). To deal with the problem, authors use the Probability Collective theory. Their experimental results are promising, but they cannot be naturally compared with our approach as they (again) have different criteria of evaluation (e.g. time of running having various sets of data or evolution of the probability collective).

Summarizing, results of our research into the state-of-the-art in timetabling have revealed three groups of results. First, large number of “global” approaches to finding the optimal schedule. Here, their main disadvantage is a difficulty to modifying the schedule in response to the changes that occur during its realization. This latter feature is particularly important when dealing with real-world schedule that has to run during a semester at a university / school / college. Second group involves agent-based solutions that were not properly tested, or tested on data sets that were “not complex enough” to represent real-world situations. Finally, agent-based approaches that were somewhat similar to our approach, but in their design and experiment focused on different aspects of timetabling than what was our main goal.

3 AgentPlanner – preliminary considerations

The most important attribute of our approach is take into account teachers’ time preferences. In this context, we have started our work by analysing the real needs of faculty members of the Mathematics, Physics and Informatics Department of the University of Gdańsk.
The results of completed analysis allowed us to specify the requirements for the development of our agent-based course scheduling system (the AgentPlanner). First, the AgentPlanner has to deal with both scenarios: (1) to develop a timetable of academic courses in accordance with specified restrictions (creation of a new timetable), and (2) to manage it; i.e. be capable of making requested changes/ modifications in the existing class schedule (timetable maintenance). It is important to note that the selected application area: scheduling of courses at a university, has guided formulation of functional and non-functional requirements for the developed system. University course scheduling means that, in addition to creation of an initial course schedule for a given semester, the AgentPlanner has to be able to deal, among others, with: change of location(s) of selected laboratory groups/ lectures, sickness of a teacher (i.e. rescheduling missed classes for a later date), adding new activities (e.g. an unscheduled examination caused by multiple students failing the first attempt), etc.

After analysing the actual scheduling process that takes place at the University of Gdańsk, it was decided that only the Planner (human system administrator) will be able to run the AgentPlanner to create the timetable. In addition, the Planner is going to be the only person who will be authorized to make schedule changes in the database (in particular, during the timetable maintenance phase).

In the AgentPlanner we have introduced some restrictions on the implemented functions. In this way we were able to focus on core functionality and complete experimental evaluation of our approach. In this way, after the initial course schedule is created, both the Planner and the teacher can send two types of requests: (a) to insert a new activity (group exercises, laboratory, lecture), requiring re-organization of the plan, and (b) to change location of, already scheduled, activity(ies). Observe that both types of requests may impact other teachers. Hence, the proposed rescheduling (resulting from the work of the AgentPlanner) has to be negotiated with those teachers that are affected by the changes. In the current version of the AgentPlanner, to complete a change of the existing timetable, all affected teachers have to agree. Here, for the time being, we do not take into account the fact that the teacher may be forced to accept a change (e.g. by the Dean), and assume benevolence of teachers.

Analysis of the actual course scheduling process lead to the following extra requirements for any system similar to the AgentPlanner. (1) Scheduling should be completed in a reasonable time. (2) Used algorithms must be designed so that the system can be used on computers with limited power (i.e. personal computers). (3) The timetabling system should be easy to install (use well-known and well-documented software). (4) Ease of use (simplicity of the interface) is very important. (5) Timetable requires visualization both in the printed form, as well as in a form that can be sent to the website (to be displayed). Therefore, the system should have various data converters; from the database representation of the schedule, to the appropriate file formats.

(6) The scheduling system should be reliable and resilient to possible errors. (7) For obvious reasons, data security is extremely important. Finally, (8) the timetabling system should be portable between various operating systems. This context let us stress, again, that the aim of our current work was not to develop a full-blown system. Therefore, the above "extra requirements" have been mostly omitted. For similar reasons, we have not considered the requirements involved in implementing the AgentPlanner on mobile devices (which may be a very useful – or ever required – functionality for an actual system).

Based on conversations with actual faculty members of the University of Gdańsk, we have formulated the initial "scheduling goals" for the AgentPlanner. As a result, the system aims at: (i) minimizing the number of days of teaching, and (2) locating activities as close as possible to each other (i.e. no big gaps between activities, resulting from some classes taking place in the morning and the remaining ones in the evening). However, it is also possible to control this process by incorporating teachers’ preferences (for both: teaching days, and selected time-slots). Specifically, the teacher can rank her preferences concerning days of the week by assigning natural numbers from the interval [0, 4], where 0 is considered to be "unacceptable" and 4 represents "the best option". Similar approach applies to ranking time-slots (each of them can be ranked individually; in this way we can capture preferences such as: I like to teach in the morning vs. I hate to wake up early). In this case, the interval depends on the number of time units per day (we consider [0, 5]). It has to be noted that, in the current design, there is no restriction on the number of teaching activities during a single day. Therefore it is possible for a teacher to have classes "all day long" (e.g. 5 courses at a given day; and no classes for the rest of the week). While seemingly unreasonable, this does reflect the actual preferences of faculty members. It is worth to mention that, in Polish universities, single lesson last 45 minutes while time unit usually consists of two lessons, i.e. 90 minutes.

It is very important to adopt some constraints that prevent input data that makes it impossible to create a plan, or that causes a negative, unreliable results of the evaluation function. Here, we have identified key steps of proper representation of time preferences (we have also utilized them when preparing the test data).

(1) All default (undefined by teacher) time units in the schedule are set to the highest possible rank (e.g. 5 for a day consisting of 6 time intervals).

(2) Teacher should consider, which time units are "the best option" for her/him and leave them without changing rank. Minimum number of highest ranked time units depends on the number of the teacher’s activities.

(3) Next step is to set ranks less than the highest but higher than 0, represented as natural numbers from the interval [1, HIGHEST_RANK – 1], where 1 means that her/his presence is possible but inconvenient. Proceeding in this way teacher can affect allocation of his/her activi-
ities. As a result there is higher probability to achieve a plan that is better than when one does not make such precise specifications.

(4) Teacher should carefully consider, which time units are “unacceptable” for him/her and rank them as 0. However, it is obvious that the more zeros, the more difficult the problem becomes. Therefore, the teacher should use it only if presence is really impossible at that time.

As far as the representation of interests of students is concerned, the prototype takes into account (what we believe to be) the key aspects of a plan: minimization of collisions of courses, number of days of instruction, and gaps during the day. However, we have to admit that the current version of the AgentPlanner has been implemented with primary focus on teacher satisfaction.

Finally, in the current version of the AgentPlanner system, the timetable is created for a single department, located in a single building.

3.1 AgentPlanner as an agent-based system

Recall that the AgentPlanner has been conceptualized as an agent system. On the basis of the requirements analysis, we have envisioned it as depicted in Figure 1.

![Figure 1: AgentPlanner use case diagram.](https://via.placeholder.com/150)

Here, we recognize the two main functions of the system, the Creation of a new timetable, and Timetable management, as well as a number of additional functions needed to complete the two main ones. The current design of the system has only two “external” actors: the Planner and the teacher. In the future, one may need to include in the design also the student actor, but this would lead to a system that is out of scope of our current work. Analysing functional and non-functional requirements of the AgentPlanner system, we have come to the conclusion that it should consist of the following agents:

- **BootAgent**, with the only task to create and start other agents that are required in the AgentPlanner system.
- **DatabaseAgent**, responsible for connection the system with database. All agents have access to data via the DatabaseAgent. This agent was found to be required to streamline and organize access to the data stored in the database.
- **RoomsAgent** represents rooms in the scheduling process. It downloads (from the database), filter and store data about rooms in the system (e.g. type of every room, seating capacity, etc.).
- **TeacherAgent** acts on behalf of a teacher (both during creation and management of the timetable). It stores: (i) information about the teacher (including personal data that has to be protected), (ii) list of activities (courses / groups) taught by the teacher, (iii) list of rooms (meeting the requirements of each group and course, e.g. laboratory group has to be scheduled in a laboratory); obtained from the RoomsAgent, (iv) results of the location evaluation function (described in Subsection 4.1), and (v) teacher’s current timetable.
- **ScheduleAgent** is the central agent of the negotiation algorithm. It “knows” teachers involved in current negotiations (TeacherAgents that represent them). It also has access (read and write) to the timetable database (via the DatabaseAgent). Note that, all data concerning the currently considered timetable, is (after each change) saved in the database. This allows the ScheduleAgent to effectively issue verdicts, which room should be assigned to which requesting teacher (as it knows which rooms are already occupied and which are still available). Note that we are aware of the fact that, in a very large scheduling problem, the ScheduleAgent may become a bottleneck. However, solving this problem is out of scope of the current contribution. This is especially the case since the time to calculate the schedule for the (realistic) size of data used in our experiments was acceptable (it took about 1 minute to complete the scheduling task; after all agents were started and provided with their input data).

The negotiation process is between ScheduleAgent (a judge) and TeacherAgents (representing teachers) but not between TeacherAgents. Obviously, it is centralized model, where it is possible to run into a bottleneck (caused by limited processing capability of the ScheduleAgent; see, above). However, observe that very complex, time-consuming, negotiations take place only once – during early phases of creation of the initial schedule. This is “acceptable” as the time-pressure is, usually, not too-serious. At the same time, adaptations to the existing schedule, which take place during the semester do not take long time, as they involve only small number of agents (representing teachers affected by the required change(s)).
It is easy to note that the DatabaseAgent and the RoomAgent did not have to be implemented as full-fledged agents. For instance, they could have been designed as FIPA-style services [23]. However, we have decided (for the simplicity and uniformity of implementation) to use agents “across the board”. Acknowledging that this decision may seem somewhat controversial, we believe that our choice of an implementation method (i) has merit, and (ii) does not influence the experimental results supporting our approach (quality of the obtained solution).

4 Implementation of the AgentPlanner

Based on the above considerations, we have decided that the AgentPlanner should be implemented as a client-server-type system, where all operations concerning generation and maintenance of the timetable are going to be executed as an agent-based server application, while the client component will be responsible only for sending requests and reviewing / accessing results. It is important to keep in mind that access to the database is allowed only on the server side of the application, so every request of the client, or any other agent in system, has to be handled by the DatabaseAgent. This decision was based on the fact that, our software of choice (the JADE agent platform), does not provide a robust GUI for user interfaces. Therefore, following advice found in [8] we have decided to clearly separate the agent and non-agent functionality. Furthermore, in the current version of the prototype, the client application is simplified to a “line interface,” while the server application has only functionalities needed for the two timetabling operations (schedule creation and maintenance). All data needed for the tests was inserted manually to the database via SQL scripts, or other scripts written for this purpose.

4.1 Evaluation algorithm

The core of the timetabling mechanism is the evaluation algorithm. Here, the TeacherAgent(s) evaluate the locations (room information received from the RoomAgent) that best match the need of the teachers. The evaluation algorithm must take into account: priority of course and room. The current version of the prototype, the client application is simplified to a “line interface,” while the server application has only functionalities needed for the two timetabling operations (schedule creation and maintenance). All data needed for the tests was inserted manually to the database via SQL scripts, or other scripts written for this purpose.

4.2 Timetable planning algorithm

Let us now consider creation of a new timetable. Recall, that the approach is based on a single “judge” (the ScheduleAgent), having access to the current timetable (which initially is empty). The ScheduleAgent negotiates the timetable with the TeacherAgent(s), using information obtained from the RoomAgent. Negotiations are divided into rounds (since in each round at least one activity is places in the schedule, their number is not larger than the total number of all “activities” – courses / exercise groups / laboratories – of all teachers). Due to the lack of space, we omit the pseudo-code (it is about 4 pages long and can be found in [22]). The general idea of actions that are performed in a single round is depicted in figure 2. Each round begins with the start signal (message) from the ScheduleAgent to the TeacherAgent(s) (that still have activities to allocate). During a single round, every TeacherAgent considers an activity from the list of all teacher’s activi-
and create proposals for the ScheduleAgent, select the next best location from the list, TeacherAgents, to the Planner (randomly). Next, the ScheduleAgent sends messages to the TeacherAgents that, in the current version, we omit the case when one (or ties into the current timetable), while rejecting others. Note: considers them and accepts the best (placing these activities into the current schedule, (iv) result of the evaluation algorithm. When all TeacherAgents send their proposals, the ScheduleAgent considers them and accepts the best (placing these activities into the current timetable), while rejecting others. Note that, in the current version, we omit the case when one (or more) TeacherAgent(s) do not send their proposals. While, in general, this is an important issue for the design of agent-based distributed systems, handling such anomaly is out of scope of our current work. The decision to accept a request depends on two factors: (1) is the requested location already occupied by another activity, and (2) does a given request involve course collisions. Obviously, it is possible that multiple TeacherAgents may ask for the same location. In this case, the ScheduleAgent selects the one that delivers the best value of the evaluation algorithm. It is also possible that proposals from multiple TeacherAgents “have the same value”. In this case, the ScheduleAgent draws a winner (randomly). Next, the ScheduleAgent sends messages to the TeacherAgents, about rejected proposals. Then, the TeacherAgents select the next best location from the list, and create proposals for the ScheduleAgent. If all of its proposals are rejected, then TeacherAgent resigns from the given round of negotiations. The result of this decision is recorded in the database for the information of the Planner. The round ends when every TeacherAgent gets a place for its activity, or when some unscheduled requests cannot be satisfied. Note that, in a single round, the total number of evaluated requests is equal to the number of teachers with unscheduled activities and thus is relatively small and systematically decreasing (when at least some teachers have their schedules complete).

Observe that this approach is based on the assumption that all teachers have the same chances. This is because, in a single round, every TeacherAgent can reserve one permanent place for one of its activities. For example, if a professor has two seminar lectures, while an assistant has two exercise groups, then in the first round each one of them will “book” a room for one of their activities (regardless of their position in the academic hierarchy). However, it is not clear if such democratic approach would be sustainable in the real-life university course scheduling. If this was not the case, then the structure of academic dependencies (who, in a given moment, is more important than others) could be represented, as weights, in the evaluation function. However, exploring this possibility is out of scope of our interests.

Before the beginning of the next round, the ScheduleAgent receives messages from the TeacherAgents with resignations from the given round of negotiation. In response to these messages, it suspends the main thread of negotiations, and runs the timetable reorganization algorithm (see subsection 4.3) to deploy the rejected activities into the current schedule.

It could happen that the reorganization (adding new activity) is impossible, then the activity is added to list of rejected activities, for inspection by the human Planner. In this case, the Planner has to figure out how to improve the input data, e.g. to change the time preferences of teacher (e.g. by contacting her/him directly). After the schedule is reorganized and, previously rejected proposals are added, the ScheduleAgent returns to the main thread and starts the next round of negotiations. Thus, the timetabling algorithm continues from reception of the next group of proposals from those TeacherAgents that still have unscheduled activities. The sequence diagram of the timetable planning process is represented in figure 3. After an extended analysis of results reported in [1], we have made an important modification to this algorithm, aimed at eliminating collisions among student activities. Originally, during the negotiations, student collisions were checked against groups that were already inserted into the timetable, but not against the remaining groups that were involved in the given negotiation step. To deal with the collisions, we have decided to sort all proposals according to the results of the evaluation algorithm (see, section 4.1) and insert activities iteratively beginning from the top of the list. However, before inserting an activity into the plan, we now check for possible collisions between student activities and if there are any,
we reject such proposal. This approach slows the progress of timetabling, but thanks to it we can generate timetable with no collisions between student activities.

4.3 Timetable reorganization algorithm

The timetable reorganization algorithm is used in two situations. First, when in a single round, all proposals of the TeacherAgent (concerning a given activity) were rejected by the ScheduleAgent. Then, the ScheduleAgent, has to find a place for such activity in the current timetable. Second, during the timetable maintenance phase, when the requested changes require schedule reorganization.

The list of activities that require adding, via the timetable reorganization algorithm, is based on messages received from the TeacherAgents and stored (by the ScheduleAgent) in the rejected activity list (and ordered according to their priority). The ScheduleAgent considers these messages one by one.

When the TeacherAgent T1 wants to take location that is occupied by the TeacherAgent T2, then the ScheduleAgent sends to the T2 a message with a proposal of release this location. Then, the TeacherAgent T2 requests a new place for its activity. If it succeeds, the TeacherAgent T2 accepts the proposal and the TeacherAgent T1 can book the requested room for its activity. If not, the TeacherAgent T1 has to find another place. Here, it is assumed that all TeacherAgents are cooperating and all have a chance to put all activities in the timetable, even in a “conflict situation”. Furthermore, a simple mechanism that prevents this phase from reaching a deadlock (when all agents depend on others releasing their rooms, “in a loop”) is applied by the ScheduleAgent. In the pessimistic situation (very difficult input dataset), activity may find no place. In that case, the algorithm cannot deal with it and the Planner (human being) is informed about the situation, and has to change the dataset (e.g. by convincing a teacher to change preferences) or to put the activity manually into the schedule.

On the other hand, when making changes in the existing plan (during the semester) owner of the TeacherAgent T2 would receive a request to accept the proposed change. Obviously, in this case, success of the schedule adjustment depends in large part on the benevolence of the involved instructors. However, let us recall that, for the time being, we assume such benevolence.

4.4 Technologies used in the implementation

The following technologies were used to implement the AgentPlanner:

- Agent platform: JADE (version 4.3.0) [7]
- MySQL database 5.1.69 [24]
- NetBeans 7.0.1 [25]

5 System testing and analysis of results

5.1 Test data

The test data used in our experiments was prepared on the basis of the actual organizational structure and room base of the Mathematics, Physics and Informatics Department of the University of Gdańsk (UG MFI). To evaluate the efficiency of the proposed method, the results obtained by the AgentPlanner were compared with those produced by the Free Timetabling Software (FET, version: 5.19.1) [2], which uses the GA. Each software solved the same timetabling problem.

The problem involved 5 days (Monday-Friday), each consisting of 6 time slots, and the building with 21 rooms, which results in a “grid” that contains 630 locations. There were 301 activity groups (62 courses, comprising total of 734 students). While it may seem that there is “a lot of space” to allocate activities, constraints imposed by the teachers and the student grouping limited this space considerably. Specifically, time preferences of 78 teachers were the main limiting factor, without it, both algorithms would find a solution without any problem (for the grid: 5 days x 6 time units x 21 rooms). Moreover, the problem is more difficult, because connections between students and groups are very complex, primarily due to the possibility of choosing elective courses. For example, a single student can have a few core courses (consisting of lectures for...
all students and exercises/laboratories for student groups) and (s)he has to choose a few elective courses (like facultatives, language(s), seminars, etc.). The most difficult situation involved an activity that consisted of 120 students, who belonged to 107 other activities. In this situation, the timetabling algorithms have to allocate these 107 activities in the schedule without collisions (for both teachers and students) and additionally take into account teachers time preferences.

Let us now stress that the input data and the setup of the FET system, reported in [1], was based on the actual settings used in the UG MFI department. Interestingly, the obtained results were not very impressive. However, after the publication, a co-author of the FET system contacted us and shared insights and advice how to setup the FET system better. Let us now make a few comments about the specific issues in experimental setup of the AgentPlanner and the FET.

First, it is important to explain, why we could not set 100% of constraints in the FET. In general, during preparation of the data for both systems (FET and AgentPlanner) we tried make them most similar. We have set up subjects, activities (with tags), subactivities, rooms (recall that we solve the problem for one department and one building only), teachers, students (assigned to activities). The AgentPlanner has been already designed to resolve the most important (hard) constraints like elimination of collisions, minimization number of days of instruction and gaps during the days. The only light constraint, we took into account, were time preferences, because they are the core of the AgentPlanner algorithms. The AgentPlanner takes into account teacher’s time preferences by using ranks. In the FET we have similar option but we can only set the time units when teacher cannot lead any activity, and we have used this option. However, in the FET it is impossible to make a more specific ranking of teacher preferences.

It is worth mentioning that there is significant difference between the AgentPlanner and the FET rank function. In the AgentPlanner we can describe the time preference of teacher using sets of natural numbers: (1) \([0, d]\) where \(d\) is maximum number of days, and describe the best option for the teacher, while 0 means that the teacher absolutely cannot have an activity in that day; (2) \([0, t]\) where \(t\) is maximum number of time units during the day, and describe the best option for the teacher, and 0 means that teacher absolutely cannot have an activity in that time. In the FET, we can set the rank for only the time units, when the teacher cannot have an activity. Actually it is possible to describe the percentage value number that describes the time unit, but it is only one and we can use it to describe any time.

The next important issue is preparation of the student test data. In the AgentPlanner, we can describe students group as activity and link with it any single student that belongs to it. Due to this setup, it is very easy to detect the collision of an activity, which we try to insert into the schedule. It is possible to use similar solution in the FET. We are able to create 3 types of groups: years, groups, subgroups. In [1] we understood it literally, so set of students was divided into years (IT, Math), groups (as a lectures of subjects) and subgroups (as a parts of lectures from groups). This approach prevented linking students individually with groups and reduced the potential for effective detection of collisions. As a result, we have decided to prepare 2 types of groups, similar to the AgentPlanner: first contains activities of subjects, while in the second the students that are linked directly to these activities. As a result, the FET achieved much better results and effectively eliminated collisions between student activities. We plan to suggest this approach to the Planner at the Mathematics, Physics and Informatics Department of the University of Gda´nsk.

### 5.2 Comparison metrics

Note that the AgentPlanner is being designed with focus on the “human factor” (convenience of teachers and students). In this way it differs from most approaches reported in work summarized in Section 2.1. Therefore, we have constructed a teacher and a student satisfaction functions that estimate satisfaction of this criterion. The teacher satisfaction is represented by the following formula:

\[
S_T = \frac{s \times 100}{a \times n \times m} \tag{1}
\]

where: \(a\) is the number of activities of a teacher in a given semester, \(n\) is highest rank assigned to any day, \(m\) is the highest rank assigned to any time slot. Furthermore, \(s\) is the sum of evaluations of all time units of all activities of teacher, obtained by using formula 2.

\[
s = \sum_{i=0}^{n-1} \sum_{j=0}^{m-1} D[i] \times T[i][j] \tag{2}
\]

Here, \(D[i]\) represents the evaluation of each day of the schedule, while \(T[i][j]\) (formula 3) represents evaluation of each of time slots assigned in the schedule of that day.

\[
T[i][j] = \begin{cases} 
< 0, m > & \text{teacher’s evaluation of time unit when teacher has no activity} \\
0 & \text{otherwise}
\end{cases} \tag{3}
\]

In other words, in the numerator we represent the actual time slots assigned by the planing software, while in the denominator we represent the best potential schedule. In this way we introduce a measure that allows us to capture satisfaction of the teacher represented as a percent of the schedule that would be an ideal one.

The student satisfaction is assessed as follows. We start from 100% satisfaction and subtract: (1) 10% for one collision between the desired activities, (2) 10% for two collisions, (3) 20% for more than two collisions, (4) 10% for one extra gap between activities (we allow for one gap during a day), (5) 10% for two extra gaps, (6) 20% for more than two extra gaps, (7) 10% for one additional day (the situation when there is more days than necessary), (8) 10% for more than one additional day. Assessment of student
satisfaction was conceptualized in this way, as it is impossible (at least in the current version of the AgentPlanner) to include in the process (and aggregate in some way) individual preferences of each student. While somewhat artificial, we believe that this function gives a reasonable way of assessing student satisfaction. Obviously, values 10%, 20% etc. are arbitrary ones, but they allow us to quantitatively capture the quality of schedule (seen from the student perspective).

5.3 Analysis timetable creation

Because the FET uses genetic algorithms, every generated schedule is different. Therefore, to get a reliable results of the test, we decided to run it 100 times and, in what follows, we report the best results for both teachers and students. In other words, each time we present two outcomes obtained by FET. This has to be done in this way because (in all reported cases) the best schedule for teachers is not the best one for students. In the case of the AgentPlanner, there is only one result (for the given set of test data). This is different than in the case of the results reported in [1], since we have resigned from the random factor used there.

In Figure 4 and Figure 5, we depict the schedule satisfaction results, for all 78 teachers, originating from the AgentPlanner and two results for the FET (the best result for the teachers and for the students). We can see that the teachers achieved higher satisfaction in the case of the AgentPlanner results. We compared the results with the average, the best, and the worst result of all test runs of the FET. The more specific conclusions follow. In Table 1 we can see:

<table>
<thead>
<tr>
<th>Runs</th>
<th>Average</th>
<th>Max.</th>
<th>Min.</th>
</tr>
</thead>
<tbody>
<tr>
<td>AgentPlanner</td>
<td>98.03%</td>
<td>100.00%</td>
<td>66.67%</td>
</tr>
<tr>
<td>FET (all)</td>
<td>93.16%</td>
<td>100.00%</td>
<td>30.00%</td>
</tr>
<tr>
<td>FET (the best)</td>
<td>94.71%</td>
<td>100.00%</td>
<td>66.67%</td>
</tr>
<tr>
<td>FET (the worst)</td>
<td>91.73%</td>
<td>100.00%</td>
<td>50.00%</td>
</tr>
<tr>
<td>FET</td>
<td>93.95%</td>
<td>100.00%</td>
<td>55.00%</td>
</tr>
</tbody>
</table>

Table 1: Comparison of teachers satisfaction function results.

in a row: (1) results for all teachers for the AgentPlanner, (2) the average result for the FET from all runs, (3) results of the best FET run for the teachers, (4) results of the worst FET run for the teachers, (5) results of the best FET run for the students. The columns describe: (1) “Average” the number of all results of all test runs, (2) “Max.” the best result of all test runs, (3) “Min.” the worst result of all test runs. We can see that the AgentPlanner achieves better result than the best one obtained by the FET. Note that every case has 100% of maximum satisfaction, because (in the test data) there were teachers who did not define their time preferences, so they were “happy” with what they got.

When we compare Figure 6 with Figure 7 and Figure 8 we can see that in the AgentPlanner the set of satisfied teachers was 14.1% higher than the same set obtained using the FET (for the best result) and 17.95% higher than in the case of the best result (obtained by the FET) for the students.

Next, in the figures 9 and 10, we represent student satisfaction.

The diagram in Figure 10 shows the average student schedule satisfaction for the best result for the teachers. Here, the largest group of students belongs to the interval (70%, 80%) for the AgentPlanner (27.11% of all students), and (30%, 40%) for the FET (31.88% of all students). Observe also that, in the case of the AgentPlanner, 9.95% of students belong to the interval (90%, 100%), while in the case of the FET none student was satisfied to this extent.

In the diagram in Figure 9 we can see the average student schedule satisfaction, considering the best FET run for students. Here, the largest group of students belongs to the interval (70%, 80%) for the both systems (27.11% for the AgentPlanner and 27.80% for the FET). Observe also that, in this case the FET (only) 0.14% of students belong to the interval (90%, 100%). In Table 2 we can see in subse-

<table>
<thead>
<tr>
<th>Runs</th>
<th>Average</th>
<th>Max.</th>
<th>Min.</th>
</tr>
</thead>
<tbody>
<tr>
<td>AgentPlanner</td>
<td>73.27%</td>
<td>100.00%</td>
<td>40.00%</td>
</tr>
<tr>
<td>FET (all)</td>
<td>59.37%</td>
<td>100.00%</td>
<td>40.00%</td>
</tr>
<tr>
<td>FET (the best)</td>
<td>66.28%</td>
<td>100.00%</td>
<td>40.00%</td>
</tr>
<tr>
<td>FET (the worst)</td>
<td>52.21%</td>
<td>90.00%</td>
<td>40.00%</td>
</tr>
<tr>
<td>FET</td>
<td>60.41%</td>
<td>100.00%</td>
<td>40.00%</td>
</tr>
</tbody>
</table>

Table 2: Comparison of students satisfaction function results.

quent rows: (1) results of all students for the AgentPlanner, (2) average result of the FET for all runs, (3) results of the FET run that was the best for the students, (4) results of the worst run for the students, (5) results of the best run for the teachers. We can see that the AgentPlanner achieved 6.99% better result than the best case of the FET. Moreover, the difference between the best and the worst FET result is 7.16%.

In the Table 3 we depict number of gaps in students’ timetables. Specifically, we depict the percentage of students who have: (1) no gaps in their schedule (the perfect situation), (2) 1 gap, (3) 2 gaps, and (4) more than 2 gaps. We present results obtained by the AgentPlanner and (as previously) two versions of the FET results (best from the point of students and teachers). In the case of the Agent-

<table>
<thead>
<tr>
<th>Gaps</th>
<th>AgentPlanner</th>
<th>FET (the best)</th>
<th>FET</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>41.28%</td>
<td>33.79%</td>
<td>18.26%</td>
</tr>
<tr>
<td>1</td>
<td>28.34%</td>
<td>26.02%</td>
<td>27.79%</td>
</tr>
<tr>
<td>2</td>
<td>17.57%</td>
<td>14.17%</td>
<td>20.71%</td>
</tr>
<tr>
<td>&gt; 2</td>
<td>12.81%</td>
<td>26.02%</td>
<td>33.24%</td>
</tr>
</tbody>
</table>

Table 3: Average number of gaps of students.
Figure 4: Satisfaction evaluations of all teachers (the best result for teachers).

Figure 5: Satisfaction evaluations of all teachers (the best result for students).
Figure 6: AgentPlanner: sets of satisfaction evaluations of teachers.

Figure 7: FET: sets of satisfaction evaluations of teachers (the best result for teachers).

Figure 8: FET: sets of satisfaction evaluations of teachers (the best result for students).

Figure 9: Average satisfaction evaluations of students (the best result for students).

Figure 10: Average satisfaction evaluations of students (the best result for teachers).
while in the case of the “best FET” only 33.79% students reach this result, and only 18.26% for the best result for the teachers. It is very important to notice that in the case of the AgentPlanner, the number of students who have more than 2 gaps is only 12.81%, while for FET it is equal 26.02% (for the students’ best result) and 33.24% (for the teachers’ best result).

Table 4 captures the number of additional days (from the students’ point of view). Note that multiple days of instruction are not desired (actual students of University of Gda´nsk prefer to have minimal number of days of instruction as most of them are already full-time employees). Additional day is a result of a timetable “unfavorable” for the student. For example, if someone has just 4 activities during a week, the best result for her/him is a plan with all activities scheduled within a single day. But very often it is a very hard (or even impossible) task to have such schedule, because of complex data dependencies. Then, the AgentPlanner must split student’s activities into more days, e.g. two (i.e. one additional day) or three (i.e. two additional days). We again consider two versions of FET results, best for the students and for the teachers.

<table>
<thead>
<tr>
<th>Days</th>
<th>AgentPlanner</th>
<th>FET (the best)</th>
<th>FET</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>10.22%</td>
<td>0.14%</td>
<td>0.00%</td>
</tr>
<tr>
<td>2</td>
<td>26.02%</td>
<td>20.98%</td>
<td>6.27%</td>
</tr>
<tr>
<td>&gt; 2</td>
<td>63.76%</td>
<td>78.88%</td>
<td>93.73%</td>
</tr>
</tbody>
</table>

Table 4: Average number of additional days of students.

Taking into account this criterion, the AgentPlanner is quite “student friendly”. Specifically, 10.21% of students have schedule with just one additional day of instruction, while the same time, in the FET, practically all students have more than one additional day. The situation is particularly “bad” in the case of FET-generated schedule which is the best for the teachers. Here, more than 93% of students have schedule with more than two additional days. Because of very complex dataset, none of the student obtained the most favorable timetable.

Let us note that the situation can be even more complex in situations, which are very natural at most universities. Consider, for instance, elective courses, which can be chosen by students from various specialties, years, and even different majors. The AgentPlanner approaches this situation in a flexible way. Since the timetable is stored in the database, there is possibility of an easy (and fast) way of checking course collisions for each student (using SQL requests). Furthermore, in our approach, we can introduce the notion of collision threshold (it is an option in the prototype application, which we have explored to a certain extent, but which is out of scope of current contribution). In other words, we can specify what percentage of collisions is acceptable. Specifically, when the tolerance threshold is exceeded, a proposal to take a given slot could be rejected by the ScheduleAgent. This notion could be very useful, particularly in the case of very complicated and difficult to schedule timetables (e.g. involving multiple departments).

Finally, it is worthy noting that we have further checked robustness of both approaches. To make the problem more complicated we have reduced the schedule grid by one time unit (5 days x 5 time units x 21 rooms), which results in a grid that contains only 525 locations. In this case, both systems produced initial schedule when they did not consider teachers time preferences. When they were considered, the FET could not find any solution. The AgentPlanner could, but the delivered timetable contained collisions in student courses. The reason is that the links within the data set were too complex and it was not possible to create an “optimal” solution (where optimal would mean that at least there were no such collisions).

5.4 Testing modification of an existing plan

To test the AgentPlanner’s ability to modify an existing timetable, we have experimented with insertion of an extra teacher, who is leading three activities (a single lecture, for 60 students, and two laboratories, with 30 students in each one). Note that the timetable reorganization using the FET would involve creation of a completely new schedule. Obviously, this would be “impossible” in the real–world – as it, most likely, would destroy the whole schedule (special techniques would have to be used to minimize the propagation of changes). Henceforth, the FET was omitted in this experiment.

In general, the AgentPlanner worked well. Specifically, the timetable reorganization, caused by the insertion of a new activity, marginally affected the average satisfaction of all teachers. The average satisfaction after the reorganization was 97.72% (compared to the original 98.03%; the difference of 0.31%). The average students satisfaction, after the reorganization, was 73.27% (there was no change). It is worthy to mention that no additional collisions between the activities were generated.

6 Flexibility of the AgentPlanner

The big advantage of the AgentPlanner is the possibility of its easy modification to use in other cases of planning, e.g. business meeting, booking of meeting rooms in company, etc. The most laborious aspect would be creation of a new database that would describe the new “reality” that the timetabling is to work with (however, its overall structure will be quite similar). Furthermore, it is very likely that the evaluation algorithm would have to be adjusted (to match the nature of the problem). After such modifications, it can be postulated that “IndividualAgents” (instead of Teacher-Agents) would negotiate locations in the timetable. Note that, due to the nature of the design of the AgentPlanner, use of a different database would involve only modifications in a single agent, the DatabaseAgent that provides the interface to the database. Let us also stress that the current (agent-based) design and implementation of the sys-
tem, which is highly modular, allows relatively easy modifications (e.g. modifications mentioned in this section).

7 Concluding remarks

The aim of this paper was to discuss development and experimental evaluation of an agent-based timetabling system (AgentPlanner). The proposed system was based on assumptions originating from the actual academic settings (class scheduling at a department at the University of Gdañsk). The results are quite encouraging. First, the AgentPlanner outperformed the state-of-the-art timetabling software based on the genetic algorithms. Second, it is capable of satisfactorily solving the problem of schedule adjustment. Finally, it is worthy to note that even though our application area was precisely defined, we believe that our systems may be successfully applied to other timetabling problems. To achieve this status, a several actions must be done.

First of all, it is necessary to design and implement: (1) GUI for the administrator (the Planner), to make her/him able to manage the system (i.e. to input the data, to create/change a timetable, etc.), (2) to design and implement the GUI for for teachers (to allow them to input the data, i.e. the time preferences and, possibly, other data to be specified in the future); moreover, teachers should have access to: (i) the proposed timetable, (ii) function related to a request to change the timetable, and (iii) communication with the system, e.g. to request change of the place of the activity, (3) GUI for students as a module that providing the visualisation of timetable, (4) optional, but very helpful, would be a mobile module for the teachers. The latter one could facilitate the process of Timetabling reorganisation (see Section 4.3).

Second, very important issues that are needed to improve the functionality of the system are: (1) introduction of further “scheduling goals” (see Section 3), i.e. constraints for both teachers and students, (2) possibility of adding more departments and buildings (considering the location and time for change a place).

The last but not least, ways of improving the AgentPlanner’s core algorithms should be explored. At the moment, the most pressing problems are as follows. (1) To eliminate or reduce the bottleneck in the Timetable planning algorithm 4.2 in order to make it faster. (2) Consider ways of extending / modifying / improving the algorithm involved in asking the TeacherAgents to release the place in the Timetabling reorganisation algorithm (see Subsection 4.3). At the moment, the TeacherAgent T1 is asking the TeacherAgent T2 to release the location. Next, the T2 searches for a new one and accepts the proposal (to release the current location) or rejects it. This takes place in a single iteration and completes the process. However, it is easy to envision that if T2 would not be able to find a new place, it could ask T3 for an analogous operation. Obviously, this process could be repeated (with proper care taken to avoid an infinite loom of requests). This improvement would create more possibilities for adjusting the timetable.
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